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Preface

Preface

Since the Propeller chip comes in a 40-Pin DIP package, a pluggable breadboard kit for the Propeller
chip made a lot of sense. The support circuits for the Propeller chip, including EEPROM program
memory, voltage regulators, crystal oscillator, and Propeller Plug programming tool are all also
available in versions that can be plugged into a breadboard, so why not? It also makes a great deal of
sense from the college and university lab standpoint. Provide a simple kit that students can afford,
that is reusable, with a microcontroller that excels in a multitude of electronics, robotics, and
embedded systems projects. With that in mind, the PE DIP Plus Kit was put together, as a bag that
includes the Propeller microcontroller, “plus” all the other parts you might need to make it work.

The PE DIP Plus Kit made sense for folks who have already have breadboards and some experience,
but what about a student who maybe just completed the Stamps in Class What’s a Microcontroller
tutorial, and is interested in approaching the Propeller chip as a kit and tutorial as well? With this
student in mind, another bag of parts was assembled, along with a series of activities that put the parts
in the bag to work with the Propeller microcontroller. The bag of parts ended up with the name PE
Project Parts, and the activities became the PE Kit Labs.

The PE Kit Labs in this text are written primarily for college and university students with some
previous programming and electronics experience, preferably with microcontrollers.  Subjects
introduced include:

Microcontroller basics such as I/O control and timing with the system clock

Programming topics such as operators, method calls, and objects, and variable addresses
Programmed multiprocessor control

Microcontroller-circuit interactions with indicator lights, pushbuttons, circuits that sense the
environment and can be measured with RC decay, frequency circuits (speakers), and
frequency selective circuits

e Advanced topics include utilizing counter modules to perform tasks in the background

This collection of PE Kit Labs is intended give the reader a good start with programming the
Propeller chip and using it in projects. However, this book is just a start. Introducing all aspects of
the Propeller microcontroller with PE Kit Labs would take several such books, so additional labs are
available online. More labs and applications will be posted periodically.

This text also includes pointers to the wealth of information available for the Propeller chip in the
Propeller Manual, Propeller Datasheet, Propeller Forum, and Propeller Object Exchange, as well as
examples of using these resources. The reader is especially encouraged to utilize the Propeller
Manual as a reference while going through these labs. The Propeller Manual’s contents and index
will provide references to more information about any topic introduced in these labs.

The Propeller Chip Forum at forums.parallax.com has a Propeller Education Kit Labs sticky-thread
with links to discussions about each lab. The reader is encouraged to utilize this resource for posting
questions about topics in the PE Kit Labs as well as comments and suggestions. Parallax collects this
feedback and incorporates it into future revisions of each lab. Also, if you (or your students)
prototyped something cool with the PE Kit, by all means, post your documented project to the forums
so that others can see what you did and how you did it.
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1: Propeller Microcontroller & Labs Overview

1: Propeller Microcontroller & Labs Overview

This chapter provides an abbreviated overview of the Propeller Microcontroller and some
introductory information about the Propeller Education Kit and Labs. More detailed information
about the Propeller microcontroller, its architecture, and programming languages can be found in the
Propeller Manual and Propeller Datasheet. Both are available from the Downloads link at
www.parallax.com/Propeller.

The Propeller Microcontroller

The Propeller Microcontroller in Figure 1-1 (a) is a single chip with eight built-in 32-bit processors,
called cogs. Cogs can be programmed to function simultaneously, both independently and
cooperatively with other cogs. In other words, cogs can all function simultaneously, but whether they
function independently or cooperatively is defined by the program. Groups of cogs can be
programmed to work together, while others work on independent tasks.

A configurable system clock supplies all the cogs with the same clock signal (up to 80 MHz). Figure
1-1 (b) shows how each cog takes turns at the option for exclusive read/write access of the Propeller
chip’s main memory via the Hub. Exclusive read/write access is important because it means that two
cogs cannot try to modify the same item in memory at the same instance. It also prevents one cog
from reading a particular address in memory at the same time another cog is writing to it. So,
exclusive access ensures that there are never any memory access conflicts that could corrupt data.

Figure 1-1: Propeller Microcontroller Packages and Hub and Cog Interaction

Hub and Cog Interaction

(a) Propeller microcontrollers in 40-pin DIP, (b) Excerpt from Propeller Block Diagram
TSOP and QFN packages describing Hub and Cog interaction. See Appendix
D: Propeller Microcontroller Block Diagram

32 KB of the Propeller chip’s main memory is RAM used for program and data storage, and another
32 KB is ROM, and stores useful tables such as log, antilog, sine, and graphic character tables. The
ROM also stores boot loader code that cog 0 uses at startup and interpreter code that any cog can use
to fetch and execute application code from main memory. Each cog also has the ability to read the
states of any or all of the Propeller chip’s 32 I/O pins at any time, as well as set their directions and
output states at any time.
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The Propeller chip’s unique multiprocessing design makes a variety of otherwise difficult
microcontroller applications relatively simple. For example, processors can be assigned to audio
inputs, audio outputs, mouse, keyboard, and maybe a TV or LCD display to create a microcontroller
based computer system, with processors left over to work on more conventional tasks such as
monitoring inputs and sensors and controlling outputs and actuators. Figure 1-2 (a) shows a Propeller
chip-generated video image that could be used in that this kind of application. The Propeller also
excels as a robotic controller, with the ability to assign processors to tasks such as PWM DC motor
control, video processing, sensor array monitoring, and high speed communication with nearby robots
and/or PCs. Figure 1-2 (b) shows an example of a Propeller controlled balancing robot with video
sensor. The initial prototype was developed with a Propeller Education Kit.

Although the Propeller chip is very powerful, that doesn’t mean it is difficult to use. The Propeller
chip also comes in handy for simple projects involving indicator lights, buttons, sensors, speakers,
actuators, and smaller displays found in common product designs. You will see examples of such
simple circuits in the following Propeller Education Kit Labs.

Figure 1-2: Application Examples

(a) Propeller microcontroller generated graphic TV (b) Hanno Sander’s balancing robot, initial prototype
display. This application also uses a standard PS/2 developed with the Propeller Education Kit and
mouse to control the graphics (not shown). ViewPort software. Photo courtesy of

mydancebot.com.

Applications with the Propeller Chip

Programs for the Propeller chip are written with PC software and then loaded into the Propeller chip,
typically via a USB connection. The languages supported by Parallax’ free Propeller Tool software
include a high-level language called Spin, and a low-level assembly language. Applications
developed in Spin language can optionally contain assembly language code. These applications are
stored on your PC as .spin files.

Other programming languages have been developed for programming the Propeller chip. Some are free
® and available through resources like the Parallax forums and Source Forge; others are available for purchase
or free in a limited version through the Parallax web site and other companies that sell compilers.

Before a cog can start executing a Spin application, it has to first load an Interpreter from the
Propeller chip’s ROM (Figure 1-3 a). Spin applications get stored in main memory’s RAM as tokens,
which the interpreter code makes the cog repeatedly fetch and execute (Figure 1-3 b & c). A few
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examples of actions the cog might take based on the token values are shown in Figure 1-3 (c¢). They
include read/writes to configuration registers, variables, and I/O pins as well as reads from ROM.
Cogs can also execute the machine codes generated by assembly language. As shown in Figure 1-4,
these machine codes get loaded into the cog’s 2 KB (512 longs) of RAM and executed at a very high
speed, up to 20 million instructions per second (MIPS). Cog RAM not used by machine instructions
can also provide high speed memory for the cog with four clock cycles (50 ns at 80 MHz) per
read/write.

Figure 1-3: Cog Interpreting Spin Language

Main (Hub) Memory Main (Hub) Memory Fetch/Execute Main (Hub) Memory

32| Configuration Configuration Configuration

KB Application R | Application R | Application

R A A

A M M

M | Stack + VAR Stack + VAR Stack + VAR
Character Character Character

32 Set Set Set

KB R R

R | Log, Antilog, & o | Log, Antilog, & o | Log, Antilog, &

O | Sine Tables M | Sine Tables M | Sine Tables 3 =

M 3 E

Boot Loader Boot Loader Boot Loader E Y E

Interpreter Interpreter Interpreter 3 E

“

(a) Interpreter loaded into cog (b) Cog fetches token from Main
from Main Memory’s ROM through  Memory’s RAM
Hub

(c) Cog executes token. Examples
include RAM, I/0O or config
read/write, or ROM read

A cog executing assembly language can also access the Propeller chip’s main memory through the
Hub. The Hub grants main memory access to each cog every 16 clock cycles. Depending on when
the cog decides to check with main memory, the access time could take anywhere from 7 to 22 clock
cycles, which equates to a worst case memory access time of 275 ns at 80 MHz. After the first
access, assembly code can synchronize with the cog’s round-robin access window to main memory,
keeping the subsequent access times fixed at 16 clock cycles (200 ns).

Main (Hub) Memory
Configuration \
R | Application
A
M
Stack + VAR
Figure 1-4: Cog Executing
Character +—> Assembly Language
Set 71022
R clock cycles,
o | Log, Antilog, & 16wchy;|1es
M| Sine Tables synchronized
Boot Loader
Interpreter
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Since each cog has access to the Propeller chip’s RAM in main memory, they can work cooperatively
by exchanging information. The Spin language has built-in features to pass the addresses of one or
more variables used in code to other objects and cogs. This makes cog cooperation very simple.
Code in one cog can launch code into another cog and pass it one or more variable addresses (see
Figure 1-5). These variable addresses can then be used for the two cogs to exchange information.

Main (Hub) Memory

Configuration

Application

S
CcoG
Stack + VAR . .
< o Figure 1-5: Two (or more) Cog’s Working
Character J Cooperatively through Shared Memory
Set >

R
A
M

Log, Antilog, &
Sine Tables

=E0x

Boot Loader
Interpreter

The Propeller chip’s cogs are numbered cog 0 through cog 7. After the application is loaded into the
Propeller chip, it loads an interpreter into cog 0, and this interpreter starts executing Spin code tokens
stored in main memory. Commands in the Spin code can then launch blocks of code (which might be
Spin or assembly language) into other cogs as shown in Figure 1-6. Code executed by the other cogs
can launch still other cogs regardless of whether they are Spin or assembly, and both languages can
also stop other cogs for the sake of ending unnecessary processes or even replacing them with
different ones.

\\\“
> 20
\\‘ -« ~
~ B -
S Gos . .
o /v v Figure 1-6: Cog Launching
“\ 0 ‘Q e \ S Code in one cog launching other cogs, which can in
cBe - turn launch others...
- Cogs can also stop other cogs to free them up for
COG"
" other tasks.
~ 4
« S
S >
CcoG

Writing Application Code

Spin is an object-based programming language. Objects are designed to be the building blocks of an
application, and each .spin file can be considered an object. While an application can be developed as
a single object (one program), applications are more commonly a collection of objects. These objects
can provide a variety of services. Examples include solutions for otherwise difficult coding
problems, communication with peripheral devices, controlling actuators and monitoring sensors.
These building block objects are distributed through the Propeller Object Exchange
(obex.parallax.com) and also in the Propeller Tool software’s Propeller Library folder. Incorporating
these pre-written objects into an application can significantly reduce its complexity and development
time.
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Figure 1-7 shows how objects can be used as application building blocks, in this case, for a robot that
maintains a distance between itself and a nearby object it senses. The application code in the
Following Robot.spin object makes use of pre-written objects for infrared detection (IR
Detector.spin), control system calculations (PID.spin), and motor drive (Servo Control.spin).

Note that these pre-written objects can in turn use other objects to do their jobs. Instead of harvesting
objects that do jobs for your application, you can also write them from scratch, and if they turn out to
be useful, by all means, submit them for posting to the Propeller Object Exchange at
obex.parallax.com.

5
3

‘E
Top Object File
Following Robaot.spin

Launches a cog
S

- — -1 Figure 1-7: Object
Building Blocks for

Spin code only Applications

Ir Detector.spin PID Algorithm.spin Servo Control.spin

Launches a cog

>

& & 3

Spin + ASM
Square Wave.spin Float32.spin Float5tring.spin

In Figure 1-7, the Following Robot.spin object is called the top object file. This file has the first
executable line of code where the Propeller chip starts when the application runs. In every case, cog 0
is launched and begins executing code from the top object. Our top object example, Following
Robot.spin, contains code to initialize the three objects below it, making it the “parent object” of the
three. Two of these three building blocks in turn initialize “child object” building blocks of their own.
Two of the building block objects launch additional cogs to do their jobs, so a total of three cogs are
used by this application. Regardless of whether a parent object launches a cog to execute Spin code
or assembly code, the child objects have built-in Spin code and documentation that provide a simple
interface for code in their parent objects to control/monitor them.

Though it is not shown in our example, recall from Figure 1-6 that an object can launch more than
one cog. Also, an object can launch a process into a cog and then shut it down again to make it
available to other objects. Although any object can actually start and stop any cog, it's a good
practice to make stopping a cog the responsibility of the object that started it.

How the Propeller Chip Executes Code

The Parallax Propeller Tool software can be used to develop applications and load them into the
Propeller chip. When an application is loaded into the Propeller chip, the Spin code is compiled into
tokens and the optional assembly code is compiled into machine codes. The Propeller Tool then
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transfers the application to the Propeller chip, typically with a serial-over-USB connection. The
programmer can choose to load it directly into the Propeller chip’s main RAM, or into an EEPROM
(electrically erasable programmable read-only memory). As shown in Figure 1-8, if the program is
loaded directly into RAM, the Propeller chip starts executing it immediately. If the program is loaded
into an EEPROM, the Propeller chip copies this information to RAM before it starts executing.

Figure 1-8: Loading a Program into RAM or EEPROM

Prgpgller Propeller Copy to Load from EEPROM
ode Code EEPROM after Reset
—— —_—_ |
Serial . : . Serial
over over

usB USB
(a) Load program directly into Propeller RAM (b) Load program into EEPROM

Loading programs from a PC into RAM takes around 1 second, whereas loading programs into
EEPROM takes a few seconds (under 10 seconds for most). While loading programs into RAM can
be a lot quicker for testing the results of changes during code development, programs should be
loaded into EEPROM when the application is deployed, or if it is expected to restart after a power
cycle or reset. Programs loaded into RAM are volatile, meaning they can be erased by a power
interruption or by resetting the Propeller chip. In contrast, programs loaded into EEPROM are
nonvolatile. After a power cycle or reset, the Propeller chip copies the program from EEPROM into
RAM and then starts executing it again.

The Propeller Education Kit

The Propeller Education (PE) Kit is a complete Propeller microcontroller development system that
can be used for projects and product prototypes. This kit also includes parts for projects that are
documented by the PE Kit Labs. These labs will help you learn how to develop applications with the
Propeller Microcontroller.
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] Figure 1-9: Propeller Education Kit
(40-Pin DIP Version)
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1: Propeller Microcontroller & Labs Overview

The PE Kit comes in two different versions: 40-pin DIP and PropStick USB. Both feature an
arrangement of interlocking breadboards with the following parts mounted on them:

Propeller microcontroller

5.0 V and 3.3 V voltage regulators

EEPROM for non-volatile program storage

5.00 MHz external crystal oscillator for precise clock signal

Reset button for manual program restarts

LED power indicator

9 V battery-to-breadboard connector

Serial to USB connection for downloads and bidirectional communication with the PC.

Collectively, the interlocking breadboards with Propeller microcontroller system mounted on it are
referred to in this document as the PE Platform. The PE Platform with the 40-pin DIP kit is also
shown in Figure 1-10 (a). With this platform, each part and circuit in the list above is plugged
directly into the breadboard. Although this version of the PE Platform takes a little w